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Abstract — Sub-Byte transform or Substitution Box, better known as S-BOX is the most important part of Advance Encryption Standard (AES) algorithm. Many S-BOX architectures have been proposed in past based on Area consumption, Power Consumption, Speed etc. In this paper we present an optimized S-BOX architecture based on the Galois Field (GF) Operations. Proposed architecture is implemented in VHDL Using Xilinx ISE 9.2i on device XQ6VLX130T of Spartan family.
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I. INTRODUCTION

Advanced Encryption Standard (AES) is one of the secret key algorithms used in Cryptography. It is applied in a variety of applications including smart cards, internet web servers, automated teller machines (ATMs), etc. Both hardware and software implementations are taken into consideration while addressing AES algorithms. In addition to achieving standard requirements, hardware realization provides better security than the software realization while selecting the AES algorithm.

Since its announcement in 2001, the Advanced Encryption Standard (AES) has become a widely known and relied upon block cipher. It has been used for countless different applications ranging in size and scale from internet banking operations performed on large web servers to private communications between a wireless smart card and its reader. On January 2, 1997, The National Institute of Standards and Technology (NIST) published a request for comments for the “Development of a Federal Information Processing Standard for Advanced Encryption Standard.” NIST sought to “consider alternatives that offer a higher level of security” than that offered by the Data Encryption Standard (DES), which grew vulnerable to brute-force attacks due to its 56-bit effective key length [1]. AES candidates were required to support a symmetric block cipher that supported multiple key lengths.

II. AES ALGORITHM

The Advanced Encryption Standard (AES) also called the Rijndael algorithm, specifies a FIPS (Federal Information Processing Standards Publications) approved cryptographic algorithm that can be used to protect electronic data. The AES algorithm is a symmetric block cipher that can encrypt (encipher) and decrypt (decipher) information. Encryption converts data to an unintelligible form called cipher-text; decrypting the cipher-text converts the data back into its original form, called plaintext. The AES algorithm is capable of using cryptographic keys of 128, 192, and 256 bits to encrypt and decrypt data in blocks of 128 bits.

A number of AES parameters depend on the key length. For example, if the key size used is 128 then the number of rounds is 10 whereas it is 12 and 14 for 192 and 256 bits respectively. At present the most common key size likely to be used is the 128 bit key. This description of the AES algorithm therefore describes this particular implementation.
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counterpart in the encryption algorithm. The four stages are as follows:

1. Substitute bytes
2. Shift rows
3. Mix Columns
4. Add Round Key

The tenth round simply leaves out the Mix Columns stage. The first nine rounds of the decryption algorithm consist of the following:

1. Inverse Shift rows
2. Inverse Substitute bytes
3. Inverse Add Round Key
4. Inverse Mix Columns

Again, the tenth round simply leaves out the Inverse Mix Columns stage. Each of these stages will now be considered in more detail.

The input is a single 128 bit block both for decryption and encryption and is known as the input matrix. This block is copied into a state array which is modified at each stage of the algorithm and then copied to an output matrix (see figure 1). Both the plaintext and key are depicted as a 128 bit square matrix of bytes. This key is then expanded into an array of key schedule words (the w matrix). It must be noted that the ordering of bytes within the input matrix is by column. The same applies to the w matrix.

Among the four transformations of AES, the implementation of SubBytes transformation for encryption and InvSubByte transformation for decryption decide the speed of operation and the area requirement.

### III. PROPOSED S-BOX DESIGN METHOD

This section illustrates the steps involved in constructing the multiplicative inverse module for the S-Box using composite field arithmetic. Since both the SubByte and InvSubByte transformation are similar other than their operations which involve the Affine Transformation and its inverse, therefore only the implementation of the SubByte operation will be discussed in this paper. The multiplicative inverse computation will first be covered and the affine transformation will then follow to complete the methodology involved for constructing the S-Box for the SubByte operation [2]. For the InvSubByte operation, we can reuse multiplicative inversion module and combine it with the Inverse Affine Transformation, as shown in Figure 2.

The individual bits in a byte representing a GF ($2^8$) element can be viewed as coefficients to each power term in the GF ($2^8$) polynomial. For instance, \{10001011\}_2 is representing the polynomial $q^7 + q^3 + q + 1$ in GF ($2^8$). From [3], it is stated that any arbitrary polynomial can be represented as $bx + c$, given an irreducible polynomial of $x^2 + Ax + B$. Thus, element in GF ($2^8$) may be represented as $bx + c$ where $b$ is the most significant nibble while $c$ is the least significant nibble. From here, the multiplicative inverse can be computed using the equation below [3].

$$ (bx + c)^{-1} = b(b^2B + bcA + c^2)^{-1}x + (c + bA)(b^2B + bcA + c^2)^{-1} $$

From [4], the irreducible polynomial that was selected was $x^2 + x + \lambda$. Since $A = 1$ and $B = \lambda$, then the equation could be simplified to the form as shown below.

$$ (bx + c)^{-1} = b(b^2\lambda + c(b + c))^{-1}x + (c + b)(b^2\lambda + c(b + c))^{-1} $$

The above equation indicates that there are multiply, addition, squaring and multiplication inversion in GF ($2^4$) operations in Galois Field. Each of these operations can be transformed into individual blocks when constructing the circuit for computing the multiplicative inverse. From this simplified equation, the multiplicative inverse circuit GF ($2^8$) can be produced as shown in Figure 3.
IV. SIMULATION AND RESULTS

Here we show the FPGA implementation and results of given architectures for S-box implemented on Xilinx XQ6VLX130T device.
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Figure 4: Main Module of S-Box
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Figure 5: S-Box with PCT (Pre Computation Technique)

Xilinx ISE 9.2 is used to synthesize the design and provide post placement timing results. Table below showing the area consumed by various s-box architectures:

<table>
<thead>
<tr>
<th>SBOX</th>
<th>SLICES</th>
<th>GATE COUNT</th>
</tr>
</thead>
<tbody>
<tr>
<td>ROM-based</td>
<td>0</td>
<td>66739</td>
</tr>
<tr>
<td>PCT-BASED</td>
<td>179</td>
<td>2700</td>
</tr>
<tr>
<td>GF- BASED</td>
<td>55</td>
<td>1489</td>
</tr>
</tbody>
</table>

Table 1: Comparison of Various S-box architectures

V. CONCLUSIONS

This paper provides a novel approach for area optimized architecture of S-box used in AES encryption. This approach will lead to generate more secure block ciphers, solve the problem of the fixed structure S-boxes, and will increase the security level of the AES block cipher system. This architecture allows the S-Box to be used in both area-limited and demanding throughput AES chips for various applications, which range from small smart cards to high speed servers.
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