Abstract—This paper presents an area optimized for composite field arithmetic based SubBytes transformation (Sbox) used in Advanced Encryption Standard (AES) encryption. The proposed architecture is based on pre-computation technique. Implementation is proposed on FPGA using Xilinx ISE on XC3S 400-5 and results are shown in the paper.
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I. INTRODUCTION

On 2nd January 1997, the National Institute of Standards and Technology (NIST) invited proposals for new algorithms for the new Advanced Encryption Standard (AES). [1] The goal was to replace the older Data Encryption Standard (DES) which was introduced in November 1976 when DES was no longer secure. After going through 2 rounds of evaluation, Rijndael was selected and named the Advanced Encryption Standard algorithm on 26th November 2001. The AES algorithm has a fixed block size of 128 bits and a key length of 128, 192 or 256 bits. It generates its key from an input key using the Key Expansion function. The AES operates on a 4x4 array of bytes which is called a state. The state undergoes 4 transformations which are namely the AddRoundKey, SubByte, ShiftRow and MixColumn transformation. [4] The AddRoundKey transformation involves a bitwise XOR operation between the state array and the resulting Round Key that is output from the Key Expansion function. SubByte transformation is a highly non-linear byte substitution where each byte in the state array is replaced with another from a lookup table called an S-Box. ShiftRow transformation is done by cyclically shifting the rows in the array with different offsets. Finally, MixColumn transformation is a column mixing operation, where the bytes in the new column are a function of the 4 bytes of a column in the state array. Of all the transformation above, the SubByte transformation is the most computationally heavy. [3]

Figure below showing the block diagram for AES:

One of the most common and straight forward implementation of the S-Box for the SubByte operation which was done in previous work was to have the pre-computed values stored in a ROM based lookup table. In this implementation, all 256 values are stored in a ROM and the input byte would be wired to the ROM’s address bus. However, this method suffers from an unbreakable delay since ROMs have a fixed access time for its read and write operation. [3] Furthermore, such implementation is expensive in terms of hardware. A more refined way of implementing the S-Box is to use combinational logic. Such examples of work that implements the S-Box using this method were [1], [3] and [5]. This S-Box has the advantage of having small area occupancy, in addition to be capable of being pipelined for increased performance in clock frequency.
The delay of the composite field arithmetic based S-box used by Zhang and Parhi [3] much less than the ROM based architecture. The S-box architecture therein is realized as a cascade of three blocks by combining certain operations in the Zhang and Parhi implementation. This paper is an FPGA implementation of S-BOX based on composite field arithmetic I GF(2^8) field to get optimized speed and area.

II. S-BOX ARCHITECTURE

SubByte transformation is a highly non-linear byte substitution where each byte in the state array is replaced with another from a lookup table called an S-Box. ShiftRow transformation is done by cyclically shifting the rows in the array with different offsets. Finally, MixColumn transformation is a column mixing operation, where the bytes in the new column are a function of the 4 bytes of a column in the state array. Of all the transformation above, the SubByte transformation is the most computationally heavy. The SubByte transformation is computed by taking the multiplicative inverse in GF (2^8) followed by an affine transformation. For its reverse, the InvSubByte transformation, the inverse affine transformation is applied first prior to computing the multiplicative inverse. This section illustrates the steps involved in constructing the multiplicative inverse module for the S-Box using composite field arithmetic. Since both the SubByte and InvSubByte transformation are similar other than their operations which involve the Affine Transformation and its inverse, therefore only the implementation of the SubByte operation will be discussed in this paper. The multiplicative inverse computation will first be covered and the affine transformation will then follow to complete the methodology involved for constructing the S-Box for the SubByte operation.

The multiplicative inverse computation will be done by decomposing the more complex GF(2^8) to lower order fields of GF(2^1), GF(2^2) and GF((2^2)^2). Computation of the multiplicative inverse in composite fields cannot be directly applied to an element which is based on GF (2^8). That element has to be mapped to its composite field representation via an isomorphic function, δ. Likewise, after performing the multiplicative inversion, the result will also have to be mapped back from its composite field representation to its equivalent in GF(2^8) via the inverse isomorphic function, δ-1. Both δ and δ-1 can be represented as an 8x8 matrix. Addition of 2 elements in Galois Field can be translated to simple bitwise XOR operation between the 2 elements. Other functions as shown in figure below can be also be realized in field of GF (2^2) and GF (2^4).

Figure below showing the s-box architecture:

III. SIMULATION AND RESULTS

In this Section, FPGA implementation and results of given architectures for S-box implemented on Xilinx XC3S400-5 device are listed. Xilinx ISE 9.2 is used to synthesize the design and provide post placement timing results. Table below showing the area consumed by various s-box architectures:

<table>
<thead>
<tr>
<th>SBOX</th>
<th>SLICES</th>
<th>GATE COUNT</th>
</tr>
</thead>
<tbody>
<tr>
<td>ROM-based</td>
<td>0</td>
<td>65539</td>
</tr>
<tr>
<td>PCT-BASED</td>
<td>169</td>
<td>2542</td>
</tr>
<tr>
<td>GF-BASED</td>
<td>50</td>
<td>1250</td>
</tr>
</tbody>
</table>

Table 1: Comparison of Various S-box architectures

IV. CONCLUSIONS

This paper presented area optimized architecture for S-box used in AES encryption. The architecture is based on Galois Field technique applied to three block design of S-box. The proposed design is efficient in terms of area as well as speed compared to the fastest known implementation of S-box. The technique can also be
applied to Inverse S-box so as to increase the speed of decryption unit.
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